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Abstract:
The objective aim of this paper is to develop an algorithm that generate NC tool path for parametric surfaces based on the accuracy of a desired surface. A designed surface is represented by sufficient control points, using these control points, the surface has been represented depending on Bezier technique to generate reliable and near-optimal tool path as well as cutter location data file for post-processing; the proposed algorithm include two functions:
• Forward step function that determine the maximum distance between cutter contact points (CC) with the given surface tolerance.
• Side step function which determine the maximum distance between two adjacent tool paths with a given scallop height.

The output of these two functions are engaged with the generated interior data of the desired surface and feed automatically to a vertical CNC machine (Bridge Port) through the serial port (RS232), then one tool paths has been implemented for manufacturing one parametric surface, with tolerance of 0.5mm, using vertical CNC milling machines (Bridge Port) with ball nose end mill cutter ø 14mm.

The proposed algorithm has been implemented for tool path generation of several parametric surfaces to illustrate its flexibility,
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Introduction

A CAD/CAM system within manufacturing facility generates a NC program containing a series of coded instructions directly from the CAD model. Also the NC program directly affects the accuracy and the cost of the part and makes specific trajectories on the part being processed called tool path. In milling operation, a tool moves along the tool path at cutter contact CC linearly, that is a curved surface is approximated by a series of straight line segments as shown in Fig.(1).

The accuracy of this linear approximation controlled by deviation is called tolerance. There is also scallop between adjacent tool paths. After machining a grinding operation needed to smooth the machined surface. Therefore appropriate tool path is very important to reduce the amount of secondary processes such as grinding. It is also important to generate tool path with less cutter location points with given tolerance and scallop height [1].

This paper focuses on developing an algorithm that generate tool path for parametric surfaces based on the accuracy of a desired surface. A designed surface is represented by mathematical Bezier curves, using the mathematical representation of the desired surface, the near optimal tool path will be generated as well as cutter contact points (CC) and cutter location points (CL) files. CLdata provides readable data on cutter locations and machine tool operating commands. The machine tool commands can be converted to specific instructions during post-processing, the final output is a part program in a word address format that can be post-processed for (Bridge Port) CNC machine tool on which the job will be accomplished. The output of the post-processing is a part program consisting of G-Code [x, y, and z coordinates] and other functions in word address format.

Literature Review

The aim of tool path generation is to approximate the part being processed with a number of curves that can be approximated by line segments.

Parametric surface representation is most widely used to model engineering surfaces in CAD/CAM systems, their capabilities to model complicated surfaces are better than other types of representation such as explicit and implicit representation. There are a number of different parametric forms such as Hermit, Bezier and B-spline, other more advanced forms are the rational forms such as: Rational Bezier and NURBS [3]. Parametric surfaces, are often machined using a flat end mill for roughing and a ball end mill for finishing [4]. Once a surface model is developed a tool path generation mechanism is invoked to generate the cutter contact file [CC file]. The size of the file depends mainly on the required accuracy [5].

Chen [6], presents two different approaches to generate the tool path: surface normal and offset surface, approximation are always used to describe the offset surface.

The goal of tool path generation algorithm is to develop an accurate and efficient tool path to machine object surfaces, Dragmatz [7], classified tool path generation into isoparametric and non-isoparametric paths, he deduced that the accuracy of the surface depends on the desired tolerance.

Parametric Curves and Surfaces

A three dimensional curved line can be represented in an analytical form with the pair of functions:

\[ y = f(x) \]  \hspace{1cm} (1a)
\[ z = g(x) \]  \hspace{1cm} (1b)

With coordinate (x) selected as the independent variable, values for dependent variables (y) and (z) are then determined from equation ..., the step through values for (x) from one line end point to the other end point. This representation has some disadvantages, when the aim is to plot the curve smoothly, then the independent variables whenever the first derivatives (slop) of either \( f(x) \) or \( g(x) \) become greater than one, and this demanded a continually checking the derivatives values that may become infinite at some points.

A more convenient representation of curves for graphics applications is in term of parametric equations. By introducing a fourth parameter (\( u \)), into the coordinate...
description of a curve, each of the three Cartesian coordinates can be expressed in parametric form \[8\]; any point on the curve can then be represented by the vector function:

\[
P(u) = (x(u), y(u), z(u)) \quad \ldots \quad (2)
\]

Usually the parametric equations are set up so that the parameter \(u\) is defined in the range from \([0 \text{ to } 1]\). Parametric equations for surfaces are formulated with two parameters \([u \text{ and } v]\), a coordinate position on a surface are then represented by the parametric vector function:

\[
P(u,v) = (x(u,v), y(u,v), z(u,v)) \quad (u,v) \in [0,1] \quad \ldots \quad (3)
\]

In design applications, a curve or surface is often defined by interactively specifying a set of control points which indicate the shape of the curve, these control points are used to set up polynomial parametric equations to display the defined curve. When the displayed curve passes through the control points, it is said to interpolate the control points. On other hand, the control points are said to be approximated if the displayed curve passes near them. Many techniques exist for setting up polynomial parametric equations for curves and surfaces, basic methods for displaying curves specified with control points are Hermit, Bezier, and B-spline curves \[9\].

**The Proposed Algorithm**

In this section we will explain the proposed algorithm that used to generate tool paths, the algorithm steps are summarized in the flowchart shown in Fig.(2).

**Define Desired Surface**

Designed surfaces are presented using Bezier curves and surfaces with two parameters \(u\) and \(v\). In parametric surface, holding one parameter constant defines an iso-parametric curve. If one of the parameters reaches zero or one, the curve becomes exactly one of the boundary curves surrounding the surface. If both parameters are held constant, a point is specified on the surface patch.

**Bezier Curve**

The degree of polynomial defining the curve segment is one less than the number of defining polynomial points. The curve generally follows the shape of the defining polygon. The first and last points on the curve are coincident with the first and last points defining polygon points. The tangent vectors at the ends of the curves have the same direction as the first and last polygon spans respectively. The curve is contained within the convex hull of the defining polygon. Four control points and resulting cubic Bezier curve are illustrated in Fig. (3).

Mathematically a parametric Bezier curve is defined by \[10\]:

\[
P(u) = \sum_{i=0}^{n} B_{n,i}(u)P_i \quad \ldots \ldots \quad (4)
\]

**Bezier Patches**

A Bezier patch is a special type of surface patch, defined by given a doubly indexed set of control points \((Pij)\), forming a control net to define the individual curves. Suppose the double indexing as an integer points in a rectangular grid. Each point in the grid is associated to a control point, and each connecting line is used to shape the surface. The surface can be viewed as a mapping of the rectangular grid into space \[11\]. The definition of a Bezier patch is as a tensor product. The doubly indexed set of control points are viewed as a \([(m+1) \times (n+1) \times 3]\) matrix, that is a three dimensional matrix or a tensor. To generate a surface from the control net, each column or row of the control net can generate a Bezier curve. Fig. (4) illustrate the control grid and Bezier patch view as a mapping grid to space.

The size of the rectangular grid determines the type of Bezier patch. Given the grid is
(m+1) × (n+1) the surface is a polynomial function of degree \((m \times n)\), meaning the surface is sum of \(m\)th degree polynomial in the variable \((u)\) time's \(n\)th degree polynomial in the variable \((v)\) [12]. The patch is thus functionally described by:

\[
X(u, v) = \sum_{i=0}^{m} \sum_{j=0}^{n} P_{i,j} B_i^m(u)B_j^n(v) \quad (5)
\]

A cubic Bezier patch can be written in a matrix form:

\[
P(u,v) = \sum_{i=0}^{m} \sum_{j=0}^{n} P_{i,j} B_i^3(u)B_j^3(v)
\]

\[
= \sum_i [u \ u' \ u'' \ u']^T \begin{bmatrix}
P_{i,0} & P_{i,1} & P_{i,2} & P_{i,3} \\
0 & P_{i,1} & 2P_{i,2} & 3P_{i,3} \\
0 & 0 & P_{i,2} & 3P_{i,3} \\
0 & 0 & 0 & P_{i,3}
\end{bmatrix} \begin{bmatrix}
1 \\
3 \\
3 \\
1
\end{bmatrix}
\]

\[
= \sum_i [u \ u' \ u'' \ u''']^T \begin{bmatrix}
P_{i,0} & P_{i,1} & P_{i,2} & P_{i,3} \\
0 & P_{i,1} & 2P_{i,2} & 3P_{i,3} \\
0 & 0 & P_{i,2} & 3P_{i,3} \\
0 & 0 & 0 & P_{i,3}
\end{bmatrix} \begin{bmatrix}
1 \\
-3 \\
3 \\
-1
\end{bmatrix}
\]

And so the cubic Bezier patch is frequently written:

\[
P(r) = \begin{bmatrix}
1 \ u \ u^2 \ u^3
\end{bmatrix} M \begin{bmatrix}
P_{0,0} & P_{0,1} & P_{0,2} & P_{0,3} \\
0 & P_{1,1} & P_{1,2} & P_{1,3} \\
0 & 0 & P_{2,2} & P_{2,3} \\
0 & 0 & 0 & P_{3,3}
\end{bmatrix} \begin{bmatrix}
1 \\
v \\
v^2 \\
v^3
\end{bmatrix}
\]

Where

\[
M = \begin{bmatrix}
1 & 0 & 0 & 0 \\
-3 & 3 & 0 & 0 \\
3 & -6 & 3 & 0 \\
-1 & 3 & -3 & 1
\end{bmatrix}
\]

The previous mathematical formulation of Bezier techniques have been implemented to built an algorithm to generate the interior data of a desired surface depending on initial control points \((4 \times 4)\).

**Tool Path Generation**

Three axis machining of surfaces usually starts with rough cutting using flat end mill cutter then the finish cutting are performed using ball end mill cutter. Isoparametric tool path have been used in this approach, surface points are calculated as a function of \((u, v)\) parameter space, the tool path indexed along the surface by incrementing \((u)\) and \((v)\). Tool path planning is accomplished by holding the \((v)\) parameter constant and indexing the \((u)\) parameter, which is forward step. Forward step increment \((s)\) in \((u)\) direction must be carefully chosen since tool movements are linearly interpolated and the chordal deviation between the straight lines and the actual surface must be less than the desired tolerance \((\delta)\). Step-over increment in \((v)\) direction \((side\ step\ g)\) must be small enough to keep the scallop height between spherically shaped cutter paths to less than the desired tolerance. Fig. (5) illustrates the tool path of a desired surface.

**Calculating of Forward Step Increment:**

The choice of forward step length depends on the calculated tolerance \((\delta)\) between the true curve and the chord between successive points on the curve. The maximum deviation occurs at \([r(u+1/2 \Delta u)]\) for a sub-segment from \((u)\) to \((u + \Delta u)\) Fig.(6). This leads to a straightforward algorithm of the maximum for general parametric curves. [13]

The maximum normal distance \((\delta)\) for the chord joining the points at \(u=0\) and \((u=1)\) is evaluated, because parameter transformation can be used to transform any segment \((u_i \leq u \leq u_{i+1})\) into \((0 \leq u' \leq 1)\).

\[
u = (1-u')u_i + u'u_{i+1} \quad \ldots \quad (8)
\]

It can be seen that the parameter \((u'=0,1)\) correspond to \((u = u_i, u_{i+1})\) as required. So standard results to sub-segments \((u_i \leq u \leq u_{i+1})\), according to the geometric relationship as shown in Fig.(7) can be applied:

\[
r(1/2) = r(0) + \lambda c + p \quad \ldots \quad (9)
\]

In which the chord vector joining the points \(r(0)\) and \(r(1)\); then:

\[
p = r(1/2) - r(0) - \lambda c
\]

Since
\[ c.p=0 \]

It follows that

\[ c.{r(\frac{v}{2})} - r(0) = \lambda[c]^2 \]

So that

\[ \lambda = \frac{c.{r(\frac{v}{2})} - r(0)}{(c)^2} \]

Then

\[ p = r(\frac{v}{2}) - r(0) - \frac{c.{r(\frac{v}{2})} - r(0)}{(c)^2}.c \]

\[ \ldots \ldots (10) \]

In general ( \( \lambda \approx \frac{v}{2} \), [13]), then the formula (10) Can be simplified as:

\[ p \approx r \frac{v}{2} - \frac{v}{2}[r(1) + r(0)] \ldots (11) \]

This equation has been used in this work to compute a sequence of segments of maximum length which are within the tolerance specified, that is:

\[ |p| \leq \delta \]

Convert Cutter Contact Points to Cutter Location Points

The result of calculating the forward step is a CC point that can be any point on the tool, to reduce machining errors, it has to be converted to a CL point by which the tool moves along the surface [14].

\[ CL = CC + r_n \]

\[ \ldots \ldots (12) \]

Where \( r \) is the radius of the ball nose end mill cutter and \( n \) is the surface normal at CC point on the surface as shown in Fig.(8).

\[ n = (S_u \times S_v)/|S_u \times S_v| \ldots (13) \]

Where \( S_u \) and \( S_v \) are the derivatives along the \( u \) and \( v \) directions on a surface \( S \) at point \( P \).

Calculate the Side Step \( (g) \) with a given Scallop Height \( (h) \)

A manufactured part can be approximated by a series of tool paths. When the parameter value of an isoparametric curve reach one at the end of current curve, the side step \( (g) \), should be calculated for the next tool path. The side step size is the maximum distance between two adjacent tool paths which can keep the given scallop height \( (h) \) [1], as shown in Fig.(9). The side step \( (g) \) is a function of:

- The scallop height \( (h) \)
- Tool nose radius \( (r) \)

\[ h = r - \sqrt{r^2 - \left(\frac{g}{2}\right)^2} \]

\[ g^2 = 4r^2 - 4(r - h)^2 \]

\[ g = 2\sqrt{r^2 - (r - h)^2} \]

\[ \ldots \ldots (14) \]

Machining Code Generation

After selecting the correct machining direction and machining side of surface, in order to generate the machining codes the tool moves along a direction, each successive tool path is divided into a number of straight segments. So machining of each segment could be represented by (G01) code. By calculating the coordinates of start and end points of each line segments, it becomes possible to generate the required part program.

Implementation

The proposed algorithm was developed and implemented for several surfaces for which the CC and CL points were generated and one of these surfaces machined using a vertical CNC milling machine with a desired tolerance and scallop height. The hardware and software used to implement proposed algorithm are:

**Hardware**: CNC Milling machine [Bridge Port].

**Software**: MATLAB 6.5

The proposed algorithm was coded in MATLAB Ver. (6.5) on a personal computer Pentium IV, 2.0Ghz CPU, 1.0 GB of physical memory, operating under Microsoft XP Professional.

A parametric shaped part has been machined using a block of aluminium alloy, also a software are build to control data transfer from PC to BridgePort CNC machine through the serial port RS232. Fig. (10) Show the PC linked with the machine, the part during machining, and the finished part. Several bi-cubic Bezier patches were designed and tested to generate the tool
path, as shown in the following examples, then one of these patches has been machined to illustrate the flexibility of the proposal algorithm in practical environment.

**Example One:** A bi-cubic Bezier Patch with the following control points

\[
\begin{align*}
px &= [0,0,0;0,50,50,50;100,100,100;150,150,150] \\
py &= [0,50,100,150;0,50,100,150;0,50,100,150] \\
pz &= [0,18,24,28;18,24,6,30;30,45,30,32;30,36,30,50]
\end{align*}
\]

Fig. (11) illustrates the control net, mesh surface, tool path, and machined surface with a maximum allowable tolerance and scallop height of (0.5 mm), cutter diameter of ø14 mm. While the table (1) shows the required cutter location points to machine the desired surface using the proposed algorithm for different tolerances and different cutter diameters.

**Example Two:** A bi-cubic Bezier Patch with the following control points

\[
\begin{align*}
px &= [0,0,0;0,50,50,50;100,100,100;150,150,150] \\
py &= [0,50,100,150;0,50,100,150;0,50,100,150] \\
pz &= [10,15,65,70;10,15,65,70;10,15,65,70;10,15,65,70]
\end{align*}
\]

Fig. (12) illustrates the control net, mesh surface, tool path, and solid model with a maximum allowable tolerance and scallop height of (0.3 mm), cutter diameter of ø12 mm. While the table (2) shows the required cutter location points to machine the desired surface using the proposed algorithm for different tolerances and different cutter diameters.

**Example Three:** A bi-cubic Bezier Patch with the following control points

\[
\begin{align*}
px &= [0,0,0;0,50,50,50;100,100,100;150,150,150] \\
py &= [0,50,100,150;0,50,100,150;0,50,100,150] \\
pz &= [10,10,10,10;60,60,10;10,60,60,10;10,10,10]
\end{align*}
\]

Fig. (13) illustrates the control net, mesh surface, tool path, and solid model with a maximum allowable tolerance and scallop height of (0.4 mm), cutter diameter of ø16 mm. While the table (3) shows the required cutter location points to machine the desired surface using the proposed algorithm for different tolerances and different cutter diameters.

**Conclusions**

The proposed algorithm for tool path generation was developed and implemented successfully through the integration of mathematical modelling used for calculating forward step and side step size into the core of the proposed algorithm, additional contribution is related to mathematical representation of manufactured surface through the use of parametric curve and surface depending on Bezier form.

As it can be seen from tables 1, 2 and 3 the number of cutter location points [tool path length] is independent of surface type, but its greatly affected by allowable tolerance and diameter of end mill; as the allowable tolerance increase, using larger cutter diameter, the required number of cutter location points decrease that means the total length of the tool path will decrease and this will reduce cost of manipulation as well as storage. On other hand the cutter diameter should be selected carefully according to the curvatures of the curved surface to prevent under cut problems.
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Table (1) the required cutter location points

<table>
<thead>
<tr>
<th>Tolerance(mm)</th>
<th>Cutter Diameter ( mm )</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Ø10</td>
</tr>
<tr>
<td>0.1</td>
<td>5854</td>
</tr>
<tr>
<td>0.2</td>
<td>2972</td>
</tr>
<tr>
<td>0.3</td>
<td>1982</td>
</tr>
<tr>
<td>0.4</td>
<td>1562</td>
</tr>
<tr>
<td><strong>0.5</strong></td>
<td>1262</td>
</tr>
</tbody>
</table>

Table (2) the required cutter location points

<table>
<thead>
<tr>
<th>Tolerance(mm)</th>
<th>Cutter Diameter ( mm )</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Ø10</td>
</tr>
<tr>
<td>0.1</td>
<td>5854</td>
</tr>
<tr>
<td>0.2</td>
<td>2972</td>
</tr>
<tr>
<td><strong>0.3</strong></td>
<td>1982</td>
</tr>
<tr>
<td>0.4</td>
<td>1562</td>
</tr>
<tr>
<td>0.5</td>
<td>1262</td>
</tr>
</tbody>
</table>
Table (3) the required cutter location points

<table>
<thead>
<tr>
<th>Tolerance (mm)</th>
<th>Ø10</th>
<th>Ø12</th>
<th>Ø14</th>
<th>Ø16</th>
</tr>
</thead>
<tbody>
<tr>
<td>0.1</td>
<td>5854</td>
<td>4832</td>
<td>4162</td>
<td>3622</td>
</tr>
<tr>
<td>0.2</td>
<td>2972</td>
<td>2452</td>
<td>2160</td>
<td>1894</td>
</tr>
<tr>
<td>0.3</td>
<td>1982</td>
<td>1724</td>
<td>1408</td>
<td>1262</td>
</tr>
<tr>
<td><strong>0.4</strong></td>
<td>1562</td>
<td>1262</td>
<td>1124</td>
<td><strong>994</strong></td>
</tr>
<tr>
<td>0.5</td>
<td>1262</td>
<td>1058</td>
<td>872</td>
<td>758</td>
</tr>
</tbody>
</table>
Define Desired Surface Using Bezier Techniques (cubic)

\[ P(u, v) = \sum_{j=0}^{3} \sum_{i=0}^{3} P_{i,j} B_i^3(u) B_j^3(v) \]

Find the First Curve

\[ P(u) = \sum_{i=0}^{3} B_{u,i}(u) P_i \]

Find the Start and End Points of the current curve

Convert CC to CL

\[ CL = CC + rm \]

Calculate Forward Step With

\[ p \approx r \frac{1}{2} - \frac{1}{2} [r(1) + r(0)] \]

Convert CC to CL

\[ CL = CC + rm \]

Calculate Side step

\[ g = 2 \sqrt{r^2 - (r-h)^2} \]

End of the Current curve

End of surface

\[ u = 1, v = 1 \]

End

Figure (2). Flowchart of the proposed algorithm
Figure (3) Cubic Bezier curve with control points

Figure (4) mapping of control net to a Bezier patch.
Figure (5) Tool path

Figure (6) Forward step

Figure (7) Chord vector
Figure (8) Cutter contact and cutter location points

Figure (9) Side step

Figure (10) Bridge Port CNC milling machine and the machined part
Figure (11) a-control net. b-mesh model. c-generated tool path. d-solid model